**<https://github.com/ramireddygangadhar/ashok.git>**

git remote add origin https://github.com/ramireddygangadhar/ashok.git

**What is Linux Shell ?**

Computer understand the language of 0's and 1's called binary language.

In early days of computing, instruction are provided using binary language, which is difficult for all of us, to read and write. So in Os there is special program called Shell. Shell accepts your instruction or commands in English (mostly) and if its a valid command, it is pass to kernel.

Shell is a user program or it's environment provided for user interaction. Shell is an command language interpreter that executes commands read from the standard input device (keyboard) or from a file.

Shell is not part of system kernel, but uses the system kernel to execute programs, create files etc.

Several shell available with Linux including:

|  |  |  |  |
| --- | --- | --- | --- |
| **Shell Name** | **Developed by** | **Where** | **Remark** |
| BASH ( Bourne-Again SHell ) | Brian Fox and Chet Ramey | Free Software Foundation | Most common shell in Linux. It's Freeware shell. |
| CSH (C SHell) | Bill Joy | University of California (For BSD) | The C shell's syntax and usage are very similar to the C programming language. |
| KSH (Korn SHell) | David Korn | AT & T Bell Labs | -- |
| TCSH | See the man page. Type $ man tcsh | -- | TCSH is an enhanced but completely compatible version of the Berkeley UNIX C shell (CSH). |

***Tip:*** To find all available shells in your system type following command:  
**$ cat /etc/shells**

***Note***that each shell does the same job, but each understand a different command syntax and provides different built-in functions.

In MS-DOS, Shell name is COMMAND.COM which is also used for same purpose, but it's not as powerful as our Linux Shells are!

Any of the above shell reads command from user (via Keyboard or Mouse) and tells Linux Os what users want. If we are giving commands from keyboard it is called command line interface ( Usually in-front of $ prompt, This prompt is depend upon your shell and Environment that you set or by your System Administrator, therefore you may get different prompt ).

***Tip:*** To find your current shell type following command  
**$ echo $SHELL**

**What is Shell Script ?**

Normally shells are interactive. It means shell accept command from you (via keyboard) and execute them. But if you use command one by one (sequence of 'n' number of commands) , the you can store this sequence of command to text file and tell the shell to execute this text file instead of entering the commands. This is know as ***shell script***.

Shell script defined as:"*Shell Script is****series of command****written****in plain text file****. Shell script is just like batch file is MS-DOS but have more power than the MS-DOS batch file.*"

**Why to Write Shell Script ?**

* Shell script can take input from user, file and output them on screen.
* Useful to create our own commands.
* Save lots of time.
* To automate some task of day today life.
* System Administration part can be also automated.

**Getting started with Shell Programming**

In this part of tutorial you are introduce to shell programming, how to write script, execute them etc. We will getting started with writing small shell script, that will print "Knowledge is Power" on screen. Before starting with this you should know

* How to use text editor such as vi, see the [common vi command](http://www.freeos.com/guides/lsst/misc.htm#commonvi) for more information.
* Basic command navigation
* **How to write shell script**
* Following steps are required to write shell script:
* (1) Use any editor like vi or mcedit to write shell script.
* (2) After writing shell script set execute permission for your script as follows  
  *syntax:*  
  chmod permission your-script-name
* *Examples:*  
  $ chmod +x your-script-name  
  $ chmod 755 your-script-name
* ***Note:*** This will set read write execute(7) permission for owner, for group and other permission is read and execute only(5).
* (3) Execute your script as  
  *syntax:*  
  bash your-script-name  
  sh your-script-name  
  ./your-script-name
* *Examples:*  
  $ bash bar  
  $ sh bar  
  $ ./bar
* ***NOTE*** In the last syntax ./ means current directory, But only . (dot) means execute given command file in current shell without starting the new copy of shell, The syntax for . (dot) command is as follows  
  *Syntax:*  
  . command-name
* *Example:*  
  $ . foo
* Now you are ready to write first shell script that will print "Knowledge is Power" on screen. See the [common vi command list](http://www.freeos.com/guides/lsst/misc.htm#commonvi) , if you are new to vi.

|  |
| --- |
| $ vi first # # My first shell script # clear echo "Knowledge is Power" |

* After saving the above script, you can run the script as follows:  
  $ ./first
* This will not run script since we have not set execute permission for our script *first*; to do this type command  
  $ chmod 755 first  
  $ ./first
* First screen will be clear, then Knowledge is Power is printed on screen.

|  |  |
| --- | --- |
| **Script Command(s)** | **Meaning** |
| $ vi first | Start vi editor |
| # # My first shell script # | # followed by any text is considered as comment. Comment gives more information about script, logical explanation about shell script. *Syntax:* # comment-text |
| clear | clear the screen |
| echo "Knowledge is Power" | To print message or value of variables on screen, we use echo command, general form of echo command is as follows *syntax:* echo "Message" |
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* ***Tip:*** For shell script file try to give file extension such as .sh, which can be easily identified by you as shell script.
* ***Exercise:***  
  1)Write following shell script, save it, execute it and note down the it's output.

|  |
| --- |
| $ vi ginfo # # # Script to print user information who currently login , current date & time # clear echo "Hello $USER" echo "Today is \c ";date echo "Number of user login : \c" ; who | wc -l echo "Calendar" cal exit 0 |

* **Future Point:** At the end why statement exit 0 is used? See [exit status](http://www.freeos.com/guides/lsst/ch02sec09.html) for more information.
* **Variables in Shell**
* To process our data/information, data must be kept in computers RAM memory. RAM memory is divided into small locations, and each location had unique number called memory location/address, which is used to hold our data. Programmer can give a unique name to this memory location/address called memory variable or variable (Its a named storage location that may take different values, but only one at a time).
* In Linux (Shell), there are two types of variable:  
  (1) **System variables** - Created and maintained by Linux itself. This type of variable defined in CAPITAL LETTERS.  
  (2) **User defined variables (UDV)** - Created and maintained by user. This type of variable defined in lower letters.
* You can see system variables by giving command like **$ set**, some of the important System variables are:

|  |  |
| --- | --- |
| **System Variable** | **Meaning** |
| BASH=/bin/bash | Our shell name |
| BASH\_VERSION=1.14.7(1) | Our shell version name |
| COLUMNS=80 | No. of columns for our screen |
| HOME=/home/vivek | Our home directory |
| LINES=25 | No. of columns for our screen |
| LOGNAME=students | students Our logging name |
| OSTYPE=Linux | Our Os type |
| PATH=/usr/bin:/sbin:/bin:/usr/sbin | Our path settings |
| PS1=[\u@\h \W]\$ | Our prompt settings |
| PWD=/home/students/Common | Our current working directory |
| SHELL=/bin/bash | Our shell name |
| USERNAME=vivek | User name who is currently login to this PC |

* ***NOTE*** that Some of the above settings can be different in your PC/Linux environment. You can print any of the above variables contains as follows:  
  $ echo $USERNAME  
  $ echo $HOME
* Exercise:  
  1) If you want to print your home directory location then you give command:  
  a)$ echo $HOME
* **OR**
* (b)$ echo HOME
* Which of the above command is correct & why? [Click here for answer.](http://www.freeos.com/guides/lsst/misc.htm#echoans4doller)
* **Caution:**Do not modify System variable this can some time create problems.

# How to define User defined variables (UDV)

To define UDV use following syntax  
*Syntax:*  
variable name=value

'**value**' is assigned to given '**variable name**' and Value must be on right side = sign.  
  
*Example:*$ no=10# this is ok  
$ 10=no# Error, NOT Ok, Value must be on right side of = sign.  
To define variable called 'vech' having value Bus  
$ vech=Bus  
To define variable called n having value 10  
$ n=10

# Rules for Naming variable name (Both UDV and System Variable)

(1) Variable name must begin with Alphanumeric character or underscore character (\_), followed by one or more Alphanumeric character. For e.g. Valid shell variable are as follows  
**HOME  
SYSTEM\_VERSION  
vech  
no**

(2) Don't put spaces on either side of the equal sign when assigning value to variable. For e.g. In following variable declaration there will be no error  
$ no=10  
But there will be problem for any of the following variable declaration:  
$ no =10  
$ no= 10  
$ no = 10

(3) Variables are case-sensitive, just like filename in Linux. For e.g.  
$ no=10  
$ No=11  
$ NO=20  
$ nO=2  
Above all are different variable name, so to print value 20 we have to use $ echo $NO and not any of the following  
$ echo $no # will print 10 but not 20  
$ echo $No# will print 11 but not 20  
$ echo $nO# will print 2 but not 20

(4) You can define NULL variable as follows (NULL variable is variable which has no value at the time of definition) For e.g.  
$ vech=  
$ vech=""  
Try to print it's value by issuing following command  
$ echo $vech  
Nothing will be shown because variable has no value i.e. NULL variable.

(5) Do not use **?,\***etc, to name your variable names.

**How to print or access value of UDV (User defined variables)**

To print or access UDV use following syntax  
*Syntax:*  
$variablename

Define variable vech and n as follows:  
$ vech=Bus  
$ n=10  
To print contains of variable 'vech' type  
$ echo $vech  
It will print 'Bus',To print contains of variable 'n' type command as follows  
$ echo $n

**Caution:** Do not try**$ echo vech**, as it will print vech instead its value 'Bus' and **$ echo n**, as it will print n instead its value '10', You must *use $ followed by variable name*.

**Exercise**  
Q.1.How to Define variable x with value 10 and print it on screen.  
Q.2.How to Define variable xn with value Rani and print it on screen  
Q.3.How to print sum of two numbers, let's say 6 and 3?  
Q.4.How to define two variable x=20, y=5 and then to print division of x and y (i.e. x/y)  
Q.5.Modify above and store division of x and y to variable called z  
Q.6.Point out error if any in following script

|  |
| --- |
| $ vi variscript # # # Script to test MY knowledge about variables! # myname=Vivek myos = TroubleOS myno=5 echo "My name is $myname" echo "My os is $myos" echo "My number is myno, can you see this number" |

[For Answers Click here](http://www.freeos.com/guides/lsst/misc.htm#variexceans)

After clicking the above link

**Answer to Variable sections exercise**

Q.1.How to Define variable x with value 10 and print it on screen.  
**$ x=10  
$ echo $x**  
Q.2.How to Define variable xn with value Rani and print it on screen  
For Ans. Click here  
**$ xn=Rani  
$ echo $xn**  
Q.3.How to print sum of two numbers, let's say 6 and 3  
**$ echo 6 + 3**This will print 6 + 3, not the sum 9, To do sum or math operations in shell use expr, syntax is as follows    
Syntax:*expr   op1   operator   op2*Where, op1 and op2 are any Integer Number (Number without decimal point) and operator can be  
+ Addition  
- Subtraction  
/ Division  
% Modular, to find remainder For e.g. 20 / 3 = 6 , to find remainder 20 % 3 = 2, (Remember its integer calculation)  
\\* Multiplication  
**$ expr 6 + 3**  
Now It will print sum as 9 , But  
**$ expr 6+3**  
will not work because space is required between number and operator (See Shell Arithmetic)  
  
Q.4.How to define two variable x=20, y=5 and then to print division of x and y (i.e. x/y)  
For Ans. Click here  
**$x=20  
$ y=5  
$ expr x / y**  
  
Q.5.Modify above and store division of x and y to variable called z  
For Ans. Click here  
**$ x=20  
$ y=5  
$ z=`expr x / y`  
$ echo $z**

Q.6.Point out error if any in following script

|  |
| --- |
| **$ vi   variscript** **# # # Script to test MY knolwdge about variables! # myname=Vivek myos   =  TroubleOS    -----> ERROR 1 myno=5 echo "My name is $myname" echo "My os is $myos" echo "My number is   myno,   can you see this number"  ----> ERROR 2** |

**ERROR 1**[**Read this**](http://www.freeos.com/guides/lsst/ch02sec05.html#erronotagin)

**ERROR 2**[**Read this**](http://www.freeos.com/guides/lsst/ch02sec05.html#erronotagin)

Following script should work now, after bug fix!

|  |
| --- |
| **$ vi   variscript** **# # # Script to test MY knolwdge about variables! # myname=Vivek myos=TroubleOS myno=5 echo "My name is $myname" echo "My os is $myos" echo "My number is   $myno,   can you see this number"** |

[![http://www.freeos.com/guides/lsst/images/backarr.gif](data:image/gif;base64,R0lGODlhEAAQAJEAABxuzAmf6Xfl/x0foiwAAAAAEAAQAAACOJSPCRLt/xaUMNAGBqs362ptngaUZsmMw8quwqK27fvKNpneMzUmR+cCXSwfzsYxRB5BkZPzCSgAADs=)](javascript:history.back(1))

**Parameter substitution.**

Now consider following command  
$(**$ echo 'expr 6 + 3')**

The command (**$ echo 'expr 6 + 3')**is know as **Parameter substitution.**When a command is enclosed in backquotes, the command get executed and we will get output. Mostly this is used in conjunction with other commands. For e.g.

|  |
| --- |
| **$pwd $cp /mnt/cdrom/lsoft/samba\*.rmp `pwd`** |

Now suppose we are working in directory called "/home/vivek/soft/artical/linux/lsst" and I want to copy some samba files from "/mnt/cdrom/lsoft" to my current working directory, then my command will be something like

**$cp   /mnt/cdrom/lsoft/samba\*.rmp    /home/vivek/soft/artical/linux/lsst**

Instead of giving above command I can give command as follows

**$cp  /mnt/cdrom/lsoft/samba\*.rmp  `pwd`**

Here file is copied to your working directory. See the last **Parameter substitution**of `pwd` command, expand it self to **/home/vivek/soft/artical/linux/lsst.**This will save my time. **$cp  /mnt/cdrom/lsoft/samba\*.rmp  `pwd`**

**Future Point:**What is difference between following two command? **$cp  /mnt/cdrom/lsoft/samba\*.rmp  `pwd`**A N D **$cp  /mnt/cdrom/lsoft/samba\*.rmp  .**Try to note down output of following Parameter substitution.

|  |
| --- |
| **$echo "Today date is `date`" $cal > menuchoice.temp.$$ $dialog --backtitle "Linux Shell Tutorial"  --title "Calender"  --infobox  "`cat  menuchoice.temp.$$`"  9 25 ; read** |
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**Answer to if command.**

A) There is file called foo, on your disk and you give command, **$ ./trmfi   foo** what will be output.  
Ans.: foo file will be deleted, and message "foo file deleted" on screen will be printed.

B) If bar file not present on your disk and you give command, $ **./trmfi   bar** what will be output.  
Ans.: Message "rm: cannot remove `bar': No such file or directory" will be printed because bar file does not exist on disk and we have called rm command, so error from rm commad

C) And if you type **$ ./trmfi**, What will be output.  
Ans.:  Following message will be shown by rm command, because rm is called from script without any parameters.  
rm: too few arguments  
Try `rm --help' for more information.
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**Answer to Variables in Linux.**

1) If you want to print your home directory location then you give command:  
     (a) **$ echo $HOME**

or

     (b) **$ echo HOME**

Which of the above command is correct & why?

Ans.: (a) command is correct, since we have to print the contains of variable (HOME) and not the HOME. You must use **$**followed by variable name to print variables cotaines.  
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**Answer to Process Section.**

1) Is it example of Multitasking?  
Ans.: Yes, since you are running two process simultaneously.

2) How you will you find out the both running process (MP3 Playing & Letter typing)?  
Ans.: Try **$ ps aux**or**$ ps ax | grep  process-you-want-to-search**

3) "Currently only two Process are running in your Linux/PC environment", Is it True or False?, And how you will verify this?  
Ans.: No its not true, when you start Linux Os, various process start in background for different purpose. To verify this simply use **top** or **ps aux** command.

4) You don't want to listen music (MP3 Files) but want to continue with other work on PC, you will take any of the following action:

1. Turn off Speakers
2. Turn off Computer / Shutdown Linux Os
3. Kill the MP3 playing process
4. None of the above

Ans.: Use action no. 3 i.e. kill the MP3 process.  
**Tip:** First find the PID of MP3 playing process by issuing command:  
**$ ps ax | grep mp3-process-name**  
Then in the first column you will get PID of process. Kill this PID to end the process as:  
**$ kill  PID**

**Or**you can try killall command to kill process by name as follows: **$ killall  mp3-process-name**

[![http://www.freeos.com/guides/lsst/images/backarr.gif](data:image/gif;base64,R0lGODlhEAAQAJEAABxuzAmf6Xfl/x0foiwAAAAAEAAQAAACOJSPCRLt/xaUMNAGBqs362ptngaUZsmMw8quwqK27fvKNpneMzUmR+cCXSwfzsYxRB5BkZPzCSgAADs=)](javascript:history.back(1))

**Linux Console (Screen)**

How can I write colorful message on Linux Console? , mostly this kind of question is asked by newcomers (Specially those who are learning shell programming!). As you know in Linux everything is considered as a file, our console is one of such special file. You can write special character sequences to console, which control every aspects of the console like Colors on screen, Bold or Blinking text effects, clearing the screen, showing text boxes etc. For this purpose we have to use special code called escape sequence code.  Our Linux console is based on the DEC VT100 serial terminals which support ANSI escape sequence code.

What is special character sequence and how to write it to Console?

By default what ever you send to console it is printed as its. For e.g. consider following echo statement,  
**$ echo "Hello World"**  
Hello World  
Above **echo**statement prints sequence of character on screen, but if there is any special escape sequence (control character) in sequence , then first some action is taken according to escape sequence (or control character) and then normal character is printed on console. For e.g. following echo command prints message in Blue color on console  
**$ echo -e "\033[34m   Hello Colorful  World!"  
Hello Colorful  World!**Above echo statement uses ANSI escape sequence (**\033[34m**), above entire string ( i.e.  **"\033[34m   Hello Colorful  World!"**) is process as follows

1) First **\033**, is escape character, which causes to take some action  
2) Here it set screen foreground color to Blue using **[34m** escape code.  
3) Then it prints our normal message **Hello Colorful  World!** in blue color.

Note that ANSI escape sequence begins with \033 (Octal value) which is represented as **^[**in termcap and terminfo files of terminals and documentation.

You can use **echo** statement to print message, to use ANSI escape sequence you must use **-e** option (switch) with echo statement, general syntax is as follows  
Syntax  
echo   -e  "**\033[***escape-code*    *your-message*"

In above syntax you have to use**\033[**as its with different *escape-code*for different operations. As soon as console receives the message it start to process/read it, and if it found escape character (**\033**) it moves to escape mode, then it read "**[**" character and moves into **Command Sequence Introduction** (CSI) mode. In CSI mode console reads a series of ASCII-coded decimal numbers (know as parameter) which are separated by semicolon (**;**) . This numbers are read until console action letter or character is not found (which determines what action to take). In above example

|  |  |
| --- | --- |
| **\033** | **Escape character** |
| **[** | Start of CSI |
| **34** | 34 is parameter |
| **m** | m is letter (specifies action) |

Following table show important list of such *escape-code/action letter or character*

|  |  |  |
| --- | --- | --- |
| **Character or letter** | **Use in CSI** | **Examples** |
| h | Set the ANSI mode | **echo -e "\033[h"** |
| l | Clears the ANSI mode | **echo -e "\033[l"** |
| m | Useful to show characters in different **colors** or effects such as **BOLD** and Blink, see below for parameter taken by m. | **echo -e  "\033[35m Hello World"** |
| q | Turns keyboard num lock, caps lock, scroll lock LED on or off, see below. | **echo -e "\033[2q"** |
| s | Stores the current cursor x,y position (col , row position) and attributes | **echo -e "\033[7s"** |
| u | Restores cursor position and attributes | **echo -e "\033[8u"** |

m understand following parameters

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Meaning** | **Example** |
| 0 | Sets default color scheme (White foreground and Black background), normal intensity, no blinking etc. |  |
| 1 | Set **BOLD** intensity | **$ echo -e "I am \033[1m BOLD \033[0m Person"** I am **BOLD**Person Prints **BOLD** word in bold intensity and next ANSI Sequence remove bold effect (**\033[0m**) |
| 2 | Set dim intensity | **$ echo -e "\033[1m  BOLD \033[2m DIM  \033[0m"** |
| 5 | Blink Effect | **$ echo -e "\033[5m Flash!  \033[0m"** |
| 7 | Reverse video effect i.e. Black foreground and white background in default color scheme | **$ echo -e "\033[7m Linux OS! Best OS!! \033[0m"** |
| 11 | Shows special control character as graphics character. For e.g. Before issuing this command press alt key (hold down it) from numeric key pad press 178 and leave both key; nothing will be printed. Now give --> command shown in example and try the above, it works. (Hey you must know extended ASCII Character for this!!!) | **$ press alt + 178 $ echo -e "\033[11m" $ press alt + 178 $ echo -e "\033[0m" $ press alt + 178** |
| 25 | Removes/disables blink effect |  |
| 27 | Removes/disables reverse effect |  |
| 30 - 37 | Set foreground color 31 - RED 32 - Green xx - Try to find yourself this left as exercise for you **:-)** | **$ echo -e "\033[31m I am in Red"** |
| 40 - 47 | Set background color xx - Try to find yourself this left as exercise for you **:-)** | **$ echo -e "\033[44m Wow!!!"** |

q understand following parameters

|  |  |
| --- | --- |
| **Parameters** | **Meaning** |
| 0 | Turns off all LEDs on Keyboard |
| 1 | Scroll lock LED on and others off |
| 2 | Num lock LED on and others off |
| 3 | Caps lock LED on and others off |

[Click here to see example of q command.](http://www.freeos.com/guides/lsst/datafiles/kbdfuns)

[Click here to see example of m command.](http://www.freeos.com/guides/lsst/datafiles/demom)  
  
[Click here to see example of s and u command.](http://www.freeos.com/guides/lsst/scripts/q17)

This is just quick introduction about Linux Console and what you can do using this Escape sequence. Above table does not contains entire CSI sequences. My up-coming tutorial series on C Programming Language will defiantly have entire story with S-Lang and curses (?). What ever knowledge you gain here will defiantly first step towards the serious programming using c. This much knowledge is sufficient for  Shell Programming, now try the following exercise **:-) I am Hungry give me More Programming Exercise & challenges! :-)**1) Write function box(),  that will draw box on screen (In shell Script)  
    box (left, top, height, width)  
    For e.g. box (20,5,7,40)

![http://www.freeos.com/guides/lsst/images/boxecer.jpeg](data:image/jpeg;base64,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)

Hint: Use ANSI Escape sequence  
1) Use of 11 parameter to m  
2) Use following for cursor movement  
   *row;col***H**  
      or  
   *rowl;col***f**  
    
  For e.g.  
**$ echo   -e "\033[5;10H Hello"  
  $ echo   -e "\033[6;10f Hi"**

In Above example prints Hello message at row 5 and column 6 and Hi at 6th row and 10th Column.

[![http://www.freeos.com/guides/lsst/images/backarr.gif](data:image/gif;base64,R0lGODlhEAAQAJEAABxuzAmf6Xfl/x0foiwAAAAAEAAQAAACOJSPCRLt/xaUMNAGBqs362ptngaUZsmMw8quwqK27fvKNpneMzUmR+cCXSwfzsYxRB5BkZPzCSgAADs=)](javascript:history.back(1))

**Shell Built in Variables**

|  |  |
| --- | --- |
| **Shell Built in Variables** | **Meaning** |
| **$#** | Number of command line arguments. Useful to test no. of command line args in shell script. |
| **$\*** | All arguments to shell |
| **$@** | Same as above |
| **$-** | Option supplied to shell |
| **$$** | PID of shell |
| **$!** | PID of last started background process (started with &) |

[See example of **$@** and **$\***variable.](http://www.freeos.com/guides/lsst/ch02sec14.html#exaofbuildinsv)

After clicking the above link

Following script is used to print command ling argument and will show you how to access them:

|  |
| --- |
| $ vi demo #!/bin/sh # # Script that demos, command line args # echo "Total number of command line argument are $#" echo "$0 is script name" echo "$1 is first argument" echo "$2 is second argument" echo "All of them are :- $\* or $@" |

Run it as follows

Set execute permission as follows:  
**$ chmod 755 demo**

Run it & test it as follows:  
**$ ./demo Hello World**

If test successful, copy script to your own bin directory (Install script for private use)  
**$ cp demo ~/bin**

Check whether it is working or not (?)  
**$ demo**  
**$ demo Hello World**

**NOTE:**After this, for any script you have to used above command, in sequence, I am not going to show you all of the above command(s) for rest of Tutorial.

Also note that you ***can't assigne the new value to command line arguments i.e positional parameters***. So following all statements in shell script are invalid:  
**$1 = 5  
$2 = "My Name"**

|  |
| --- |
|  |